|  |  |  |
| --- | --- | --- |
| Default method Implementation | It can have default method implementation | Interfaces are pure abstraction.It can not have implementation at all but in java 8, you can have default methods in interface. |
| Implementation | Subclasses use **extends**keyword to extend an abstract class and they need to provide implementation of all the declared methods in the abstract class unless the subclass is also an abstract class | subclasses use **implements**keyword to implement interfaces and should provide implementation for all the methods declared in the interface |
| Constructor | Abstract class can have constructor | Interface  can not have constructor |
| Different from normal java class | Abstract classes are almost same as java classes except you can not instantiate it. | Interfaces are altogether different type |
| Access Modifier | Abstract class methods can have public ,protected,private and default modifier | Interface methods are by default public. you can not use any other access modifier with it |
| Main() method | Abstract classes can have main method so we can run it | Interface do not have main method so we can not run it. |
| Multiple inheritance | Abstract class can extends one other class and can implement one or more interface. | Interface can extends to one or more interfaces only |
| Speed | It is faster than interface | Interface is somewhat slower as it takes some time to find implemented method in class |
| Adding new method | If you add new method to abstract class, you can provide default implementation of it. So you don’t need to change your current code | If you add new method to interface, you have to change the classes which are implementing that interface |

Why interface variable is final?

(*This is not a philosophical answer but more of a practical one*). The requirement for staticmodifier is obvious which has been answered by others. Basically, since the interfaces cannot be instantiated, the only way to access its fields are to make them a class field -- static.

The reason behind the interface fields automatically becoming final (constant) is to prevent different implementations accidentally changing the value of interface variable which can inadvertently affect the behaviour of the other implementations. Imagine the scenario below where an interface property did not explicitly become final by Java:

public interface Actionable {

public static boolean isActionable = false;

public void performAction();

}

public NuclearAction implements Actionable {

public void performAction() {

// Code that depends on isActionable variable

if (isActionable) {

// Launch nuclear weapon!!!

}

}

}

Now, just think what would happen if another class that implements Actionable alters the state of the interface variable:

public CleanAction implements Actionable {

public void performAction() {

// Code that can alter isActionable state since it is not constant

isActionable = true;

}

}

If these classes are loaded within a single JVM by a classloader, then the behavior of NuclearAction can be affected by another class, CleanAction, when its performAction() is invoke after CleanAction's is executed (in the same thread or otherwise), which in this case can be disastrous (semantically that is).

Since we do not know how each implementation of an interface is going to use these variables, they must implicitly be final.

When to use abstract method and interface

Main Link

<https://stackoverflow.com/questions/18777989/how-should-i-have-explained-the-difference-between-an-interface-and-an-abstract/34978606#34978606>

*All your statements are valid except your first statement (after the Java 8 release):*

Methods of a Java interface are implicitly abstract and cannot have implementations

From the documentation [page](https://docs.oracle.com/javase/tutorial/java/IandI/createinterface.html):

What is an interface ?

An interface is a reference type, similar to a class, that can contain only *constants, method signatures, default methods, static methods,and nested types*

Method bodies exist only for default methods and static methods.

*Default methods:*

An interface can have [default methods](https://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html), but are different than abstract methods in abstract classes.

Default methods enable you to add new functionality to the interfaces of your libraries and ensure binary compatibility with code written for older versions of those interfaces.

When you extend an interface that contains a default method, you can do the following:

1. Not mention the default method at all, which lets your extended interface inherit the default method.
2. Redeclare the default method, which makes it abstract.
3. Redefine the default method, which overrides it.

*Static Methods:*

In addition to default methods, you can define static methods in interfaces. (A static method is a method that is associated with the class in which it is defined rather than with any object. Every instance of the class shares its static methods.)

This makes it easier for you to organize helper methods in your libraries;

Example code from documentation page about interface having static and default methods.

import java.time.\*;

public interface TimeClient {

void setTime(int hour, int minute, int second);

void setDate(int day, int month, int year);

void setDateAndTime(int day, int month, int year,

int hour, int minute, int second);

LocalDateTime getLocalDateTime();

static ZoneId getZoneId (String zoneString) {

try {

return ZoneId.of(zoneString);

} catch (DateTimeException e) {

System.err.println("Invalid time zone: " + zoneString +

"; using default time zone instead.");

return ZoneId.systemDefault();

}

}

default ZonedDateTime getZonedDateTime(String zoneString) {

return ZonedDateTime.of(getLocalDateTime(), getZoneId(zoneString));

}

}

Use the below guidelines to chose whether to use an interface or abstract class.

***Interface:***

1. To define a ***contract*** ( preferably stateless - I mean no variables )
2. To link unrelated classes with ***has a*** capabilities.
3. To declare public constant variables (***immutable state***)

***Abstract class:***

1. Share code among several closely related classes. It establishes ***is a*** relation.
2. Share common state among ***related classes*** ( state can be modified in concrete classes)

Related posts:

[Interface vs Abstract Class (general OO)](https://stackoverflow.com/questions/761194/interface-vs-abstract-class-general-oo/33963650#33963650)

[Implements vs extends: When to use? What's the difference?](https://stackoverflow.com/questions/10839131/implements-vs-extends-when-to-use-whats-the-difference/34977257#34977257)

By going through these examples, you can understand that

***Unrelated classes can have capabilities through interface but related classes change the behaviour through extension of base classes.***

If you are looking at java as OOP language,

"***interface does not provide method implementation***" is no longer valid with Java 8 launch. Now java provides implementation in interface for default methods.

In simple terms, I would like to use

***interface:*** To implement a contract by multiple unrelated objects. It provides "**HAS A**" capability.

***abstract class:*** To implement the same or different behaviour among multiple related objects. It establishes "**IS A**" relation.

Oracle [website](https://docs.oracle.com/javase/tutorial/java/IandI/abstract.html) provides key differences between interface and abstract class.

*Consider using abstract classes* if :

1. You want to share code among several closely related classes.
2. You expect that classes that extend your abstract class have many common methods or fields, or require access modifiers other than public (such as protected and private).
3. You want to declare non-static or non-final fields.

*Consider using interfaces* if :

1. You expect that unrelated classes would implement your interface. For example,many unrelated objects can implement Serializable interface.
2. You want to specify the behaviour of a particular data type, but not concerned about who implements its behaviour.
3. You want to take advantage of multiple inheritance of type.

Example:

Abstract class ( **IS A** relation)

[Reader](https://docs.oracle.com/javase/8/docs/api/java/io/Reader.html) is an abstract class.

[BufferedReader](https://docs.oracle.com/javase/8/docs/api/java/io/BufferedReader.html) is a Reader

[FileReader](https://docs.oracle.com/javase/8/docs/api/java/io/FileReader.html) is a Reader

FileReader and BufferedReader are used for common purpose : Reading data, and they are related through Reader class.

Interface ( **HAS A** capability )

[Serializable](https://docs.oracle.com/javase/8/docs/api/java/io/Serializable.html) is an interface.

Assume that you have two classes in your application, which are implementing Serializableinterface

Employee implements Serializable

Game implements Serializable

Here you can't establish any relation through Serializable interface between Employee and Game, which are meant for different purpose. Both are capable of Serializing the state and the comparasion ends there.

Abstract classes can be Derived whereas Interfaces can be Implemented. There is some difference between the two. When you derive an Abstract class, the relationship between the derived class and the base class is 'is a' relationship. e.g., a Dog is an Animal, a Sheep is an Animal which means that a Derived class is inheriting some properties from the base class.

Whereas for implementation of interfaces, the relationship is "can be". e.g., a Dog can be a spy dog. A dog can be a circus dog. A dog can be a race dog. Which means that you implement certain methods to acquire something.

Qualifiier

**Spring** @**Qualifier** Annotation. There may be a situation when you create more than one bean of the same type and want to wire only one of them with a property. In such cases, you can use the @**Qualifier** annotation along with @Autowired to remove the confusion by specifying which exact bean will be wired.

**declaration:** A statement that establishes an identifier and associates attributes with it, without necessarily reserving its storage (for data) or providing the implementation (for methods).

**definition:** A declaration that reserves storage (for data) or provides implementation (for methods)

Why abstract class have constructors and interface don`t have constructor

Interfaces in Java don’t have constructor because all data members in interfaces are public static final by default, they are constants(assign values at the time of declaration) .There are no data members in interfaces to initialize them through constructor.

But in abstract class you require constructor to initialize the data members and instance variables.

Why abstract class cannot be initiated

The abstract keyword ensures that no one would accidentally initiate this incomplete class.

Think of repairing a car. Someone has removed the brake pads and is going to replace them in the next day. Now, to prevent someone accidentally driving this car(which has no brakes installed), the mechanic installs a lock on the steering wheel. It's a fail-safe measure.

What is a concrete class

A **concrete class** is a **class** that has an implementation for all of its methods that were inherited from abstract or implemented via interfaces. It also does not define any abstract methods of its own. ... Therefore it can be inferred that any **class** that is not an abstract **class** or interface is a **concrete class**

When does JVM allocates memory ?

Compile time no memory allocation happens. Only at load and runtime.

Compile time generates .class files that's it.

Remember you need to have a main class to run the program. When you run your program using Java with classpath to .class file, there will be steps like loading & linking etc.,

Classloaders loads the files to permgen.

When main method invoked, there will be stack created and local variables will be placed there

When runtime encounters **new** it creates object on heap and allocates required memory there like memory required for Test.

Reference types

when you create an object from a class, Java allocates the amount of memory the object requires to store the object. Then, if you assign the object to a variable, the variable is actually assigned a *reference*to the object, not the object itself. This reference is the address of the memory location where the object is stored.

For example, the following statement defines a variable that can reference objects created from a class named Ball:

Ball b;

To create a new instance of an object from a class, you use the new keyword along with the class name:

Ball b = new Ball();

When to Use List and Map ?

Lists and Maps are different data structures. Maps are used for when you want to associate a key with a value and Lists are an ordered collection.

Map is an interface in the Java Collection Framework and a HashMap is one implementation of the Map interface. HashMap are efficient for locating a value based on a key and inserting and deleting values based on a key. The entries of a HashMap are not ordered.

ArrayList and LinkedList are an implementation of the List interface. LinkedList provides sequential access and is generally more efficient at inserting and deleting elements in the list, however, it is it less efficient at accessing elements in a list. ArrayList provides random access and is more efficient at accessing elements but is generally slower at inserting and deleting elements.

# ArrayList vs. LinkedList vs. Vector

https://dzone.com/articles/arraylist-vs-linkedlist-vs

**1. List Overview**
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**2. ArrayList vs. LinkedList vs. Vector**

From the hierarchy diagram, they all implement List interface. They are very similar to use. Their main difference is their implementation which causes different performance for different operations.  ArrayList is implemented as a resizable array. As more elements are added to ArrayList, its size is increased dynamically. It's elements can be accessed directly by using the get and set methods, since ArrayList is essentially an array. LinkedList is implemented as a double linked list. Its performance on add and remove is better than Arraylist, but worse on get and set methods. Vector is similar with ArrayList, but it is synchronized. ArrayList is a better choice if your program is thread-safe. Vector and ArrayList require space as more elements are added. Vector each time doubles its array size, while ArrayList grow 50% of its size each time. LinkedList, however, also implements Queue interface which adds more methods than ArrayList and Vector, such as offer(), peek(), poll(), etc.    Note: The default initial capacity of an ArrayList is pretty small. It is a good habit to construct the ArrayList with a higher initial capacity. This can avoid the resizing cost.

**3. ArrayList example**

ArrayList al = new ArrayList();

al.add(3);

al.add(2);

al.add(1);

al.add(4);

al.add(5);

al.add(6);

al.add(6);

Iterator iter1 = al.iterator();

while(iter1.hasNext()){

System.out.println(iter1.next());

}

**4. LinkedList example**

LinkedList ll = new LinkedList();

ll.add(3);

ll.add(2);

ll.add(1);

ll.add(4);

ll.add(5);

ll.add(6);

ll.add(6);

Iterator iter2 = al.iterator();

while(iter2.hasNext()){

System.out.println(iter2.next());

}

As shown in the examples above, they are similar to use. The real difference is their underlying implementation and their operation complexity.

**5. Vector**

Vector is almost identical to ArrayList, and the difference is that Vector is synchronized. Because of this, it has an overhead than ArrayList. Normally, most Java programmers use ArrayList instead of Vector because they can synchronize explicitly by themselves.

**6. Performance of ArrayList vs. LinkedList**

The time complexity comparison is as follows:

[![arraylist-vs-linkedlist-complexity](data:image/png;base64,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)](http://www.programcreek.com/wp-content/uploads/2013/03/arraylist-vs-linkedlist-complexity.png)

I use the following code to test their performance:

ArrayList arrayList = new ArrayList();

LinkedList linkedList = new LinkedList();

// ArrayList add

long startTime = System.nanoTime();

for (int i = 0; i < 100000; i++) {

arrayList.add(i);

}

long endTime = System.nanoTime();

long duration = endTime - startTime;

System.out.println("ArrayList add: " + duration);

// LinkedList add

startTime = System.nanoTime();

for (int i = 0; i < 100000; i++) {

linkedList.add(i);

}

endTime = System.nanoTime();

duration = endTime - startTime;

System.out.println("LinkedList add: " + duration);

// ArrayList get

startTime = System.nanoTime();

for (int i = 0; i < 10000; i++) {

arrayList.get(i);

}

endTime = System.nanoTime();

duration = endTime - startTime;

System.out.println("ArrayList get: " + duration);

// LinkedList get

startTime = System.nanoTime();

for (int i = 0; i < 10000; i++) {

linkedList.get(i);

}

endTime = System.nanoTime();

duration = endTime - startTime;

System.out.println("LinkedList get: " + duration);

// ArrayList remove

startTime = System.nanoTime();

for (int i = 9999; i >=0; i--) {

arrayList.remove(i);

}

endTime = System.nanoTime();

duration = endTime - startTime;

System.out.println("ArrayList remove: " + duration);

// LinkedList remove

startTime = System.nanoTime();

for (int i = 9999; i >=0; i--) {

linkedList.remove(i);

}

endTime = System.nanoTime();

duration = endTime - startTime;

System.out.println("LinkedList remove: " + duration);

And the output is:

ArrayList add: 13265642

LinkedList add: 9550057

ArrayList get: 1543352

LinkedList get: 85085551

ArrayList remove: 199961301

LinkedList remove: 85768810

The difference of their performance is obvious. LinkedList is faster in add and remove, but slower in get. Based on the complexity table and testing results, we can figure out when to use ArrayList or LinkedList.

In brief, LinkedList should be preferred if:

* there are no large number of random access of element
* there are a large number of add/remove operations

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | **No.** | **Method Overloading** | **Method Overriding** | | 1) | Method overloading is used to increase the readability of the program. | Method overriding is used to provide the specific implementation of the method that is already provided by its super class. | | 2) | Method overloading is performed within class. | Method overriding occurs in two classes that have IS-A (inheritance) relationship. | | 3) | In case of method overloading, parameter must be different. | In case of method overriding, parameter must be same. | | 4) | Method overloading is the example of compile time polymorphism. | Method overriding is the example of run time polymorphism. | | 5) | In java, method overloading can't be performed by changing return type of the method only. Return type can be same or different in method overloading. But you must have to change the parameter. | Return type must be same or covariant in method overriding. |  Java Method Overloading example  1. **class** OverloadingExample{ 2. **static** **int** add(**int** a,**int** b){**return** a+b;} 3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;} 4. }  Java Method Overriding example  1. **class** Animal{ 2. **void** eat(){System.out.println("eating...");} 3. } 4. **class** Dog **extends** Animal{ 5. **void** eat(){System.out.println("eating bread...");} 6. } |

**Method Overloading:** Suppose that you have a class that can use calligraphy to draw various types of data (strings, integers, and so on) and that contains a method for drawing each data type. It is cumbersome to use a new name for each method—for example, drawString, drawInteger, drawFloat, and so on. In the Java programming language, you can use the same name for all the drawing methods but pass a different argument list to each method. Thus, the data drawing class might declare four methods named draw, each of which has a different parameter list.

public class DataArtist {

...

public void draw(String s) {

...

}

public void draw(int i) {

...

}

public void draw(double f) {

...

}

public void draw(int i, double f) {

...

}

}

Overloaded methods are differentiated by the number and the type of the arguments passed into the method. In the code sample, draw(String s) and draw(int i) are distinct and unique methods because they require different argument types.

You cannot declare more than one method with the same name and the same number and type of arguments, because the compiler cannot tell them apart.

The compiler does not consider return type when differentiating methods, so you cannot declare two methods with the same signature even if they have a different return type.

**Method overriding**, in object oriented programming, is a language feature that allows a subclass or child class to provide a specific implementation of a method that is already provided by one of its superclasses or parent classes. The implementation in the subclass overrides (replaces) the implementation in the superclass by providing a method that has same name, same parameters or signature, and same return type as the method in the parent class. The version of a method that is executed will be determined by the object that is used to invoke it. If an object of a parent class is used to invoke the method, then the version in the parent class will be executed, but if an object of the subclass is used to invoke the method, then the version in the child class will be executed.